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Abstract-Service Oriented Architecture has developed into a current paradigm for business application solutions. This development calls for a need to modernize legacy systems which store the fundamental business procedures for large organisations. The primary goal of this paper is to present a holistic evaluation strategy which can be used to assess the end product of a modernization process applied to a legacy system, specifically a data service in an SOA. The evaluation strategy is comprised of a three-legged approach. The first evaluation leg consists of the analysis of the quality of service of the data service generated by the modernization process. The second leg investigates the effort required by the developer to modernize the original legacy code, depending on the type of modernization approach selected. The third leg measures the efficacy of the data services generated by empirical testing upon completion of the modernization process. The envisaged contribution is the development of an evaluation strategy that ensures successful modernization of legacy systems by assessing each of the major components of the modernization process.

Index Terms – Quality of service (QoS), Software evaluation, Modernization

I. INTRODUCTION

Service Oriented Architecture (SOA) has been identified as an emerging technology that is currently on the rise and will reach maturity within a few years (Figure 1). Consequently, a need for current research in this field has emerged in order to gain enlightenment on the technology.

Legacy systems are used by many organizations because of the data pertinent to the organizations’ business processes that are still maintained by them. These legacy systems become outdated after years of use and require more than maintenance to keep them relevant [16]. The modernization of these legacy systems becomes necessary, therefore allowing organizations continued access to their core business functionalities in a more modern architecture.

The current technology climate (Figure 1) implies that a need to modernize legacy systems into web services conforming to SOA requirements will benefit organizations. Services typically consist of a collection of software elements, each of which executes a particular business process [13].

Figure 1. Adapted from Emerging Technologies Hype Cycle [10]

The development of services for an SOA involves adherence to certain protocols and guidelines defined for the specific architecture (Figure 2). The provision of services that provide core business functionality is the responsibility of a Service Provider.

Figure 2. Adapted from “A Sample SOA Environment” [12]

These services are also required by other services or subcontractors, who are Service Consumers (Figure 2). Thus the SOA is a combination of service providers and services consumers providing and requesting services, for which all
information is stored, and made accessible to actors in a Service Registry. The architecture of an SOA environment depicts the relationship between the service provider, service consumer and service registry (Figure 2). Services share information amongst one another via Simple Object Access Protocol (SOAP) messages and information stored in the service registry is based on Universal Description, Discovery and Integration (UDDI). The interface between service providers, or consumers, and the service registry can be built based on the Web Service Description Language (WSDL) standards.

The functional attributes of services are deciding factors for service consumers when requesting services from service providers [11]. These attributes need to be considered along with non-functional Quality of Service (QoS) attributes. QoS metrics are essential when selecting the best possible execution plan for legacy system modernization with respect to budget and time constraints. QoS metrics define a useful measure for service comparison during the service provisioning process. During the development of services, the effort required by the developer to modernize legacy code to conform to SOA requirements is a useful measure. Software metrics for Object-Oriented (OO) applications are useful for the analysis of the developer’s effort to create the service [6].

The modernization of a legacy system into services that perform the same business functionality, but operate in a modern architecture leads to another possible metric for evaluation. Services need to be assessed as a feasible replacement option for the legacy system [5]. An empirical approach can be used to study users’ interactions with the services to determine their efficacy [18].

The combination of the QoS evaluation, developer effort evaluation and end product efficacy evaluation leads to a holistic evaluation strategy. The outcomes of the application of this comprehensive evaluation strategy potentially provide results that can be correlated to provide evidence for successful legacy system modernization.

II. BACKGROUND

Understanding the process of and necessity for migrating legacy code to a more modern service-related architecture requires the recognition of concepts such as legacy system modernization and data services. Data is provided as a service, thereby increasing the longevity of the core functionalities of the legacy system.

A. Legacy System Modernization

Since legacy systems contain functionality that is of utmost importance for business longevity, it is essential that they are evolved to integrate with modern platforms and architectures, such as SOA [9]. Modernization covers a broader range of changes to an existing system than the process of system maintenance and is a possible solution for the elongation of a legacy system’s lifespan [16]. These changes include restructuring the system, improving system functionality or modifying system attributes. Modernization must, however, conserve a sizable portion of the existing legacy system to conserve the original business rules contained in the system [8]. Modernization approaches typically fall into two distinct categories [9], namely:

- Legacy Integration and Service Enablement;
- Legacy Transformation.

Legacy integration uses non-invasive wrapping of legacy systems to hide complexity and emphasizes modern interfaces to improve interoperability (Figure 3). This category of modernization is used to lengthen the lifetime of legacy systems by exposing the integral functionality of these systems. Consequently, legacy wrapping reduces the cost of integration whilst requiring less immediate planning and design.

Legacy transformation follows an invasive re-engineering approach to convert legacy systems (Figure 3). A detailed analysis of the existing legacy code and an understanding of the system functionality and data structures lead to the extraction of data definitions and business rules.

Modernization can be classified by the degree of knowledge of system internals required to sustain the modernization approach [8]. Modernization that requires understanding of the functionality and structure of a legacy system is known as white-box modernization, and modernization that only requires knowledge of the legacy system interfaces is called black-box modernization.

White-box modernization requires an initial reverse-engineering process to gain understanding of the legacy system internal structure and operation [8]. This process is called program understanding and involves modelling the domain, extracting information from the legacy code and creating representations of the system hierarchy [16]. After program understanding, restructuring of the system defines a transformation from one representation of the system to another at the same level of abstraction [8]. This process typically alters quality attributes of the system including maintenance and performance. White-box modernization is beneficial for simplified future maintenance and extension [9].

Alternatively, black-box modernization is concerned with the evaluation of the inputs and outputs of the legacy system during operation to gain knowledge of the interfaces [16].
Black-box modernization is usually a less complex task than white-box modernization as all it involves is the wrapping of the original system. Wrapping entails encasing the legacy system in a software layer that masks the unnecessary complexities of the legacy code whilst generating a modern interface. The wrapper interfaces with the legacy system during execution of every possible interaction instance [3]. A wrapping approach is termed black-box since after the legacy interface is analysed, the internals are disregarded [16].

There are many advantages for incorporating wrappers into legacy applications [17]. Firstly, the legacy database is not altered in any way. Secondly, the wrapper allows for more functionality to be added to existing legacy applications, such as statistics collection and performance visualization. Lastly, wrappers allow for an incremental modernization process of complex legacy systems. Alternatively, a disadvantage of black-box modernization is the manual recording of interaction scenarios and screen templates [3]. A black-box solution is not always realistic as it sometimes requires knowledge of some system internals by use of white-box techniques [8].

Each of the modernization approaches has benefits in specific domains. However, there is a lack of a comprehensive evaluation of the modernization process that identifies which approach is successful in the modernization of a legacy system into data services.

B. Data Services

Services that provide data in a uniform structure are known as Data Services [4]. These data services have the essential functionality of a distinct business object. Thus, the structure of the data service is determined by and describes the information stored within it for its specific business object type.

Data services have a collection of read methods which are calls to the service to request access to instances of business object types in various ways [2]. Similarly, data services have write methods which allow for the insertion, modification, or deletion of different business object instances. Data services also have navigation methods which are service requests to navigate the relationships between business objects returned via different services.

Importance of quality metrics of services, such as reusability and performance, is stressed for improved service discovery [11]. Several quality attributes are described in existing evaluation strategies that need to be adhered to when generating services for an SOA [1]. These non-functional attributes serve as a guideline for the development of high quality services. Software metrics are used to quantitatively measure quality attributes [6].

III. EVALUATION STRATEGIES

Numerous evaluation strategies exist in the form of guidelines for the development of services for an SOA as well as for the evaluation of the end products of development. These strategies include the adherence to QoS requirements [1], measurement of software metrics to assess code complexity and developer effort [6], and empirical evaluation to gauge the acceptance of the end product with users of the software [18].

A. Quality of Service Attributes

QoS metrics are essential in selecting the best possible execution plan for service discovery and composition within budget and time limitations [11]. A number of quality attributes are relevant to the evaluation of the end product of the modernization process of a legacy system [1, 11], namely:

- Performance;
- Availability;
- Security;
- Testability;
- Interoperability; and
- Reliability.

Performance is measured as the time taken for responses to be generated from requests sent to a service [1], and is indicative of the cost of invoking a service [11]. Availability is defined as a service’s ability to be available despite server maintenance or system overload. Security is defined in terms of the confidentiality and protection of data when accessed by a service. A service is required to be testable for modified versions of the service. A service is required to be interoperable on various platforms, the level of interoperability being defined in terms of its reusability. Software metrics can be used to measure reusability of code in a system [6]. The reliability of the service is measured by the amount of system errors encountered and the recovery of the system as a result [11].

B. Object-Oriented Software Metrics

A suite of metrics for object-oriented (OO) code exist based on measurement theory [6]. These metrics were developed to be high level and therefore independent of any programming language. The metrics that will be focused on for the purposes of this study include:

- WMC (Weighted Methods per Class);
- DIT (Depth of Inheritance Tree);
- NOC (Number of Children); and
- CBO (Coupling Between Objects).

The use of these candidate metrics provides insight into the complexity of the code, the effort required by the developer to create and maintain the OO system, as well as effects on quality attributes pertaining to the system.

The effort required by the developer to create and maintain a class is described by the WMC metric [6]. The number of methods per class in an OO system, combined with the complexity of these methods is a clear indication of the amount of time and effort required by the developer to create the class. With regard to the DIT metric, the deeper a class is in a hierarchy of classes, the greater the number of methods it inherits from its hierarchy [6]. This inheritance factor increases the complexity of the class and decreases the ability to predict the behaviour of the class. Alternatively, a greater depth in the inheritance tree implies better reusability of methods.
The NOC metric measures the number of subclasses inheriting the methods of a parent class, namely the scope of its properties [6]. The greater the number of subclasses, the better the reuse of methods from the parent class due to the inheritance property.

The CBO metric provides an indication of the comprehension of the actions of one object on another object due to the former object’s calls or references to the latter [6]. If the CBO measure is too high, the reusability and modularity of the class is negatively affected. By minimizing coupling, it is possible to improve maintainability of the code. Thus, reduced changes are required to other sections of the system code.

C. Efficacy of Data Services

Many guidelines for the development of high quality services have been suggested in order to assist the developer in the conversion process associated with the modernization of legacy systems. Once the service has been deployed, however, the user requires an effective and efficient means of carrying out the core functionality for which they require the service. Effectiveness is defined as a general goal as to how well a product performs the task for which it has been created [14].

Empirical research in the form of usability studies [14] can be used to determine the efficacy of a service, since the service is software with which the user interacts. This strategy is apparent in the case where empirical evaluations are used to support the comparative analysis between an existing legacy system modernization tool and MELIS, a proposed legacy system migration tool [7]. Usability testing is defined as the evaluation approach that involves measuring users’ performance and analysing their satisfaction with the system being tested in a formal controlled environment [18].

Quantitative methods are defined as collecting numerical data and analysing it by statistical procedures [15]. Qualitative data is collected as text or images from observations, interviews or questionnaires. Results from statistical analysis of data collected from usability experiments are combined with the participants’ feedback to validate the results, seen in similar studies [7].

IV. COMPREHENSIVE EVALUATION STRATEGY

Various evaluation strategies exist and are employed to measure the quality of software produced [1, 5, 6, 11] as well as the satisfaction that the end product provides the customer [18]. A comprehensive evaluation strategy is proposed. The approach evaluates the design, implementation and outputs of a modernization process to aid in the assurance of a thorough modernization process and the precise performance of the outputs after modernization [5]. The holistic modernization evaluation strategy is comprised of three different criteria:

1. QoS attributes of the services generated;
2. Developer effort required to modernize legacy system; and
3. Efficacy evaluation of the service generated.

To validate this evaluation strategy, the three evaluation legs will be applied to a case study. The legacy system in the case study allows student assistants at a university to maintain their information, select courses to assist and mark their attendance for sessions in the courses they assist. This legacy system went through a white-box modernization process to expose the data as a service, using the design principles shown in similar studies [2]. The data services were created to retrieve data from the database with read methods such as getStudentInfo and fillDetails (Table 1). Data services also contained write methods such as updateDemi (Table 1).

A consolidated list of QoS attributes can be drawn from combining those presented (Section III). The most appropriate and frequently used QoS metrics are used as a guideline for service generation from the modernization approach [1, 2, 11]:

1. Performance;
2. Reliability;
3. Interoperability; and
4. Reusability.

Testability is excluded from the four final attributes as it is identified as a minor quality attribute [11]. Security and availability are excluded from the elected QoS metrics due to the nature of the case study. The student assistant system operates within a closed network where data security is not a necessity. The availability of the services despite server overload is not a concern in this study as it is not likely that the data services would be queried simultaneously by several users.

<table>
<thead>
<tr>
<th>Service Methods</th>
<th>Mean Time (s)</th>
<th>Std Dev</th>
</tr>
</thead>
<tbody>
<tr>
<td>checkStudent</td>
<td>0.417</td>
<td>0.051</td>
</tr>
<tr>
<td>getStudentInfo</td>
<td>0.045</td>
<td>0.002</td>
</tr>
<tr>
<td>fillNoticeBoard1</td>
<td>0.045</td>
<td>0.005</td>
</tr>
<tr>
<td>fillNoticeBoard2</td>
<td>0.074</td>
<td>0.005</td>
</tr>
<tr>
<td>getMessages</td>
<td>0.044</td>
<td>0.002</td>
</tr>
<tr>
<td>fillDetails</td>
<td>0.062</td>
<td>0.005</td>
</tr>
<tr>
<td>updateDemi</td>
<td>0.067</td>
<td>0.009</td>
</tr>
<tr>
<td>getSessionTableData</td>
<td>0.069</td>
<td>0.026</td>
</tr>
<tr>
<td>getSessionColumnData</td>
<td>0.030</td>
<td>0.003</td>
</tr>
<tr>
<td>getHoursTableData</td>
<td>0.064</td>
<td>0.004</td>
</tr>
<tr>
<td>getHoursColumnData</td>
<td>0.035</td>
<td>0.006</td>
</tr>
</tbody>
</table>

Table 1. Mean Response Times for Service Calls

Performance of the data services created during modernization was measured in seconds as each service method was called by the client application. The service methods were tested by seven participants and the mean and standard deviations were recorded (Table 1). Considering that the services are called with a SOAP request, perform a SQL query to retrieve data and finally return the data via a SOAP response to the client, the performance results are consistently low, with the exception of the checkStudent method. This method is called first during login to the system and the connection to the data source is first made here, explaining the excess time taken for the service to respond. Participants noted that the response times of the data services were no different than the performance of the legacy system (n = 3).
Reliability of the data sent to and retrieved by the services was dealt with in the service client. Checks are performed on all data to ensure that it is meaningful and the system provides users with responsive feedback for the actions which they perform. Finally, the interoperability of the services describes the reusability of the services on any platform. To ensure reusability of the services generated from modernization, the services were written with Java and deployed on a Glassfish application server using SOAP standards. The nature of SOAP services is inherently platform independent due to the exchange of messages in SOAP format using XML. The service client classes maintain the states of the interface during the application’s execution (Table 2), whilst the data services contain the methods to access and modify data and the service methods are called by the service client classes as needed.

<table>
<thead>
<tr>
<th>Table 2. Metrics for Classes in the Service Client</th>
</tr>
</thead>
<tbody>
<tr>
<td>WMC</td>
</tr>
<tr>
<td>---------</td>
</tr>
<tr>
<td>Home</td>
</tr>
<tr>
<td>Details</td>
</tr>
<tr>
<td>Print</td>
</tr>
<tr>
<td>Session</td>
</tr>
<tr>
<td>NOC</td>
</tr>
<tr>
<td>CBO</td>
</tr>
</tbody>
</table>

The DIT and NOC metrics are useful measures for the verification of code reusability. The calculation of the depth of a class in a class hierarchy reveals the level of method reuse due to inheritance [6]. The reusability of code in the client application classes is low; however, low DIT and NOC values also indicate reduced complexity and increased prediction of behaviour of the classes (Table 2). The CBO metrics collected also prove useful in determining the reusability of classes of code in the application. The Home and PrintSession classes show the highest values for coupling, thus increasing their reusability slightly.

The WMC metric provides a measure of effort required by the developer to create the data services from the legacy code during modernization. Thus, the number of methods per class and their perceived complexity provides an indication of the time and effort to create and maintain the code [6]. The WMC metrics for the classes as well as the number of methods per class are indicated in Table 2. The complexities of the methods are relatively low amongst the classes in comparison to the number of methods per class, thus improving the quality of the system. This reduced complexity of the service client is due to the incorporation of data services for any data retrieval or insertion (Table 1).

Reverse-engineering rules applied to legacy systems require validation by empirical research [5]. The modernization of legacy systems of various designs produces various end results. Empirical research performed in a similar environment to which the results will be applied with realistic subjects is relevant [15]. Admittedly, this form of research may be time-consuming and costly, but the industrial benefit lies in the implication of the results. After modernization and software metric evaluations were completed, a usability study was performed to obtain quantitative and qualitative feedback from representative users of the system. To identify any usability issues, a sample of seven participants was selected to perform three tasks on the modernized student assistant service. The participants consisted of six male and one female student assistant, who were familiar with the legacy system as they had used it at least once a week previously (n = 7). Participants’ times taken per task were recorded to assess the efficiency of the data services. The times per task were consistently low for all tasks, at less than one minute (Table 3). The mean times per task are an indication of the efficiency of the services to provide timely responses to the users.

<table>
<thead>
<tr>
<th>Table 3. Participants Mean Times per Task</th>
</tr>
</thead>
<tbody>
<tr>
<td>Mean Time (s)</td>
</tr>
<tr>
<td>Task 1</td>
</tr>
<tr>
<td>Task 2</td>
</tr>
<tr>
<td>Task 3</td>
</tr>
</tbody>
</table>

The effectiveness of the system to provide users with the data they requested was assessed by retrieving task success and task completion measures. All participants were able to complete each of the three tasks, although task three produced high error rates (Table 4). Whilst executing task three, participants struggled to navigate to the interface to print the total hours of service. During modernization, the interface was directly translated from the legacy system, thus indicating design flaw in the original system as well. A recommendation from this observation is to improve the visibility of the option to print the total hours of service, thus improving navigability of the modernized system.

Lastly, a post-test System Usability Scale (SUS) was performed to determine system acceptance as a whole by participants, identified by unique participant ID’s (Table 5). The scores for each of the 10 questions were normalized and collated into a final score.

<table>
<thead>
<tr>
<th>Table 4. Error Rates per Task</th>
</tr>
</thead>
<tbody>
<tr>
<td>Frequency</td>
</tr>
<tr>
<td>Task 1</td>
</tr>
<tr>
<td>Task 2</td>
</tr>
<tr>
<td>Task 3</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Table 5. SUS Scores per Participant</th>
</tr>
</thead>
<tbody>
<tr>
<td>Score</td>
</tr>
<tr>
<td>-------</td>
</tr>
<tr>
<td>92.5</td>
</tr>
</tbody>
</table>

Consistently high scores were given by each of the participants, indicating a high acceptance rate for the modernized system. Combined with encouraging user comments and the system’s efficiency and effectiveness to provide users with the data they requested, it can be seen that the data services are a feasible replacement for the legacy system.

V. CONCLUSION

Due to the growing enlightenment on SOA technologies [10], there is an opportunity for organisations to use these emerging technologies as a platform to modernize legacy systems. The benefit of the modernization process is the
lengthened lifespan of core business processes within existing legacy systems. Once data services have been generated by modernization, it is necessary to evaluate these services. A holistic evaluation strategy for legacy system modernization consisting of three evaluation legs is proposed. Firstly, QoS attributes are defined as a guideline for development of data services. The second leg involves the prediction effort required by the developer to generate the data services during modernization. Thirdly, the data services must be evaluated by empirical studies to gauge performance of the service as well as user satisfaction.

Existing evaluation strategies include the service’s adherence to QoS guidelines by the identification of major quality attributes of services for an SOA [11]. Also, the use of software metrics during the development process to ensure software of a high quality is identified [6]. Lastly, user studies have been performed to assess performance metrics as well as gain feedback regarding qualitative measures of software end products [7]. By combining these existing evaluation strategies to produce a comprehensive evaluation framework, the overall success of a modernization approach can be gauged.

The application of this evaluation approach to the case study in this paper demonstrated how to use QoS metrics as a guideline for the development of high quality data services. The extent to which the guidelines were met was measured by the use of software metrics (Section IV). These analytical metrics validated the proper design of the modernized data services. These metrics alone, however, don’t give an overall view of the usefulness of the new system. To measure the effectiveness of the data services, usability tests were conducted. The results obtained from the usability tests indicated a high acceptance rate by participants. The combination of the analytical evaluation results and the usability testing results illustrate the success of the modernization approach applied to the case study.

Perceived benefits of this combined modernization evaluation approach include the collection of data throughout all phases of development. Guidelines have been recognised that need to be adhered to. These guidelines provide rules for the development of high quality services. Software metrics provide a quantitative measure for the evaluation of the modernization outputs. The developer’s effort measure could be beneficial in the determination of which modernization approach is more suitable for the migration of legacy code to data services. Lastly, user studies of the services generated allow for the assessment of the final product’s efficacy and the user’s satisfaction. This holistic evaluation approach aims to ensure the successful outcome of legacy system modernization.

The comprehensive evaluation strategy was applied to a white-box modernization case study. The results from this pilot study were feasible, showing that the modernization of the legacy system into data services was an efficient and acceptable process. The analytical evaluation of the software metrics and quality of the service also yielded positive results regarding the design of the data services. The success of the modernization effort has served as a validation of the selection of the criteria for this evaluation strategy.
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